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Abstract. We propose a meta user interface to design the user inter-
face to tune vector-valued parameters of a given parametrized model.
In our framework, the user defines a desired number of slider bars to
control the parameters. The number of slider bars is independent from
the dimension of the original parametrized model, which is important to
design perceptually plausible user interface. Those slider bars correspond
to straight axes in the parameter space. If the axes are not perpendicular
each other, change of the value of one slider bar affects other slider bars,
which significantly degrades the usability of the system. Our system can
minimize this effect by simply enabling the lock attribute of each slider
bar, which orthogonalizes the corresponding axes in the parameter do-
main. We show an image color adjustment software as our application
example. However, the underlying idea of our system can be applied to
any parametrized models.

1 Introduction

User Interface (UI) is a critical part of software systems, especially for contem-
porary computerized systems where the amount of computational resources such
as program execution speed or storage size are huge enough to perform quite dif-
ficult tasks in real-time but the limitation of human ability constrains significant
portions of the efficiency of the whole process.

Although many UI concepts and concrete techniques have been proposed
since the birth of interactive systems [1, 2], the importance of the user interface
design have only recently been widely recognized. Actually, UI is one of the
most essential parts of software systems, because it is the element that the user
directly touches, manipulates and observes. Therefore, software designers should
carefully design UI for their products.

Application softwares usually support a single set of user interaction tools
that are supposed to be optimal. It is satisfactory if the UI is really optimal for
everyone. However, since the user’s intent and preference vary one by one, such
fixed toolkits may cause inefficiency of the UI. Therefore, instead of designing a
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fixed set of UI toolkits, we are more interested in customizing UI for independent
users.

The idea of customizing UI is not new. One of the traditional ways is to
define a macro which gathers a sequence of operations into a very simple one-shot
operation. Macros are not only a standard tool to simplify the user’s interactions,
but also a method to redefine the original operations into a new set of operations,
defined by the user. In this sense, it is a customization of UI. Macros are useful for
discrete set of operations, but do not well capsule the user’s intent for changing
smoothly various variables, usually controlled by a specific type of UI toolkit
such as slider bars. Our method customizes such user interface toolkit. The user
can define arbitrary number of customized slider bars that match their subjective
preference.

One issue here is that the axes that correspond to the slider bars may not be
orthogonal each other in the parameter space because the user’s preference does
not necessarily produce independent components, and also because the number
of sliders may exceed the dimension of the parameter space. It means that a
change in one slider bar value can also change other slider bar values. We try to
minimize this effect by introducing the “Lock” property to each slider. Locking
the slider bar orthogonalizes the axes in the parameter space, which fixes motions
of undesired slider bars.

Through this work, we try to show that the customizable UI is efficient, and
also orthogonalization of tools is essential to improve the efficiency of the UI.

2 Previous work

Customization of user interface is an important domain of UI research [3] since
recent computer systems are multi-purposed while the user’s preferences and
purposes are diverse.

Macro is a standard way to pack a sequence of operations into a compact
form that is easy to reuse. This is a common way to improve the usability of a
software in the user-desired way. For example, Microsoft Office (R) has a macro
definition mode where the user’s operations are recorded. The recorded macros
are easily evoked by pressing the corresponding icon on the tool bar or pressing a
key on the keyboard. Autodesk Maya (R) also has the similar function to pack a
sequence of commands into a special button on the tool bar. Some programming
languages such as C or Lisp also have macros, which are useful to simplify and
abstract the source code.

User’s burden can also be reduced by compressing the space of possible op-
erations. Principal component analysis (PCA), nonnegative matrix factorization
(NMF), locally linear embeddings (LLE), isomap, etc. are all used in this context.
Especially, PCA and NMF are very widely used in computer graphics domain
[4, 5], and some use the reduced space for modeling new data [6, 7]. There are
other trials to reduce the operation space by adding constraints on examples
to be mixed [8] or creating a completely new, psychophysically-based space by
using multidimensional scaling (MDS) technique [9]. Design galleries is another
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interesting general framework to select a parameter set, based on semi-random
presentation of candidates and human selection [10]. However, their focus is on
how to explore the parameter space, instead of subjectively designing a cus-
tomized UI toolkit.

3 User interface

In our system, the user explicitly defines the desired number of slider bars one
by one. It is performed by giving examples for each slider bar.

The user first creates a new slider bar by pressing the “Add New Axis” button
(Fig.1, the top of the right window). Then the system adds one slider bar under
the examples area (Fig.1, the bottom of the right window). The user drops several
desired examples onto the newly created bar (Fig. 2). The system internally
computes the tendency of the dropped examples and defines the slider bar. By
moving the knob on the slider bar, the user can smoothly modify parameter
values and the result is displayed on the target image window (Fig. 1 left).

The user can optionally click the “Lock” box on the left of the slider bar to
suppress the interference between slider bars (Fig. 3).

Target image
Examples

Customized
slider bar

“Add New Axis” button

Fig. 1. UI design

4 Implementation

This section describes how to compute locked and unlocked axes and ranges of
the slider bars from the user-specified examples.
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Fig. 2. Dragging an image onto the slider bar

Locked

Unlocked

[Affected by other sliders]

[Not affected by other sliders]

Fig. 3. Locked and unlocked slider bars (the slider bars are constructed from the same
set of examples)

The user-supplied examples are given as a set of valid parameters. Let d as
the dimension of the parameters. Then the examples are represented as a set of
points in d-dimensional space.
Axis definition with orthogonalization For each slider bar, we apply the
principal component analysis (PCA) to the corresponding examples to find the
best approximating unit axis vector Ai of the dataset, where i is the index of
the axis. If two or more axes are “Locked”, those axis orientations should be
orthogonal. We compute such new orientations by iteratively minimizing the
following quadratic function:

∑

i

||Ai −Anew
i ||2 +

∑

i

∑

j 6=i

(Aj ·Anew
i )2,

where || · || is the L2-norm of a vector, i, j are indices of the locked axes, and
Anew

i is the new axis to be computed, which is normalized to be unit length and
replaces Ai after each iteration. This function consists of two terms. The first
term tries to retain the previous vector, while the second term tries to orthog-
onalize each pair of axes. The number of iteration is 3000 in our experiment.
Fig. 4 shows the graph of the convergence of this algorithm. Two 3D vectors
(1, 0, 0), (cos(θ), sin(θ), 0) are input and the dot product of those vectors after
each step is plot. θ is varied from π/10 to 9π/10.
Axis range We also define a line {tAi : t ∈ <} and orthogonally project all
example points (regardless of which slider it is corresponding to) onto the line
to find the maximum and the minimum values of t, which corresponds to the
range of the slider bar.



5

1-

8.0-

6.0-

4.0-

2.0-

0 

2.0 

4.0 

6.0 

8.0 

1 

0 05 001 051 002 052 003 

Fig. 4. Plot of convergence status

5 Result

We applied our technique for adjusting average color of images. The input of the
system is a set of images and we take the average of each in (R, G,B) triplets.
The user explores the RGB space by their customized slider bars and finds the
desired color, which is then applied to the given image (Fig.5). This process is
detailed in the accompanied video.

We observed that the “Lock” function is quite useful. Although locking the
axes does not completely remove the mutual dependence (because we stop the
optimization loop before convergence-See Fig.4.), it strongly suppresses the si-
multaneous knob motions, which significantly improves the user-friendliness of
the system (Fig. 3).

6 Conclusion

We observed that customized tool bar efficiently summarizes the user’s inter-
est, and locking the axes significantly improves the usability. However, we have
not tested the possibility of our system completely. Especially, our idea can be
applied to other kinds of parametrized models such as textures, bi-directional
reflectance function (BRDF) and so on. It is also our future work to perform
user test to verify the performance of our system.
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Fig. 5. Change of color specified by our system
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